**3. Kolekcje część druga**

**Wyzwania:**

* poznasz Set i HashSet,
* poznasz Queue,
* wykorzystasz w praktyce pętle for i while.

**Wprowadzenie**

W tym module poznasz kolejne rodzaje kolekcji z biblioteki java.util:

* zbiory implementujące interfejs Set (konkretnie implementację: HashSet),
* kolejki implementujące interfejs Queue, oraz dziedziczący z niego interfejs kolejki dwukierunkowej Deque (konkretnie jedną implementację: ArrayDeque).

W ten sposób poznasz przykładowe kolekcje z wszystkich czterech typów, które są udostępniane przez bibliotekę java.util. Zaczynajmy!

**Przypomnienie**

W poprzednim module zajmowaliśmy się kolekcjami dostarczanymi przez bibliotekę java.util (w ramach czegoś co nazywamy *JCF* – *Java Collections Framework*). Poznaliśmy dwa rodzaje kolekcji:

* listy, implementujące interfejs List (konkretnie dwie różne implementacje list: ArrayList oraz LinkedList),
* mapy, implementujące interfejs Map (konkretnie jedną implementację o nazwie HashMap).

**3.1. Zbiory - Interfejs Set i klasa HashSet**

Jak zapewne pamiętasz, Java udostępnia programistom interfejsy określające metody, które mają zostać umieszczone w implementacjach określonych struktur danych (w klasach, które implementują te interfejsy). Tym razem poznamy interfejs opisujący strukturę danych nazywaną Set (zbiór) oraz klasę implementującą ten interfejs – HashSet.

**Interfejs Set**

Interfejs Set definiuje podstawowe operacje na kolekcjach nazywanych zbiorami. Analogicznie jak poprzednio, interfejs definiuje jedynie **kontrakt**, czyli wskazuje, jakie operacje mają być możliwe do wykonania na obiektach klas implementujących ten interfejs. O tym, jak mają one być zrealizowane, decydują już poszczególne implementacje interfejsu, czyli klasy go implementujące.

Zanim przejdziemy do konkretnych implementacji, przyjrzyj się, jakie ogólne operacje udostępnia interfejs Set. Interfejs ten dziedziczy z interfejsu ogólnego dla kolekcji (czyli interfejsu Collection), zawiera więc wszystkie metody tego interfejsu.

Metody dodatkowo wprowadzane przez Set to między innymi:

* add(E e) – dodaje obiekt typu E do zbioru (jeżeli jeszcze nie jest w zbiorze zawarty),
* clear() – czyści zbiór (usuwa z niego wszystkie obiekty),
* contains(Object o) – sprawdza, czy obiekt jest już w kolekcji. Zwraca true, gdy obiekt znajduje się w zbiorze, i false w przeciwnym wypadku,
* isEmpty() – zwraca true, gdy zbiór jest pusty i nie zawiera żadnego obiektu, w przeciwnym razie zwraca false,
* remove(Object o) – usuwa ze zbioru obiekt o,
* size() – zwraca informację o rozmiarze zbioru (liczbie elementów w zbiorze),
* toArray() – zwraca wszystkie elementy zbioru w postaci tablicy, co umożliwia wykonanie na nich operacji charakterystycznych dla tablic,
* iterator() – zwraca tak zwany iterator zbioru (na razie nie wnikajmy w szczegóły, omówimy to dokładnie w osobnym submodule).

O zbiorach typu Set najłatwiej jest myśleć jak o zbiorach w rzeczywistości. Zbiorem obiektów może być na przykład pudełko z **unikalnymi** klockami. Pudełko zawiera zbiór (to jest właśnie Set), a jego elementami są klocki. Interfejs Set nie mówi nic o tym, jaka jest wewnętrzna struktura elementów w zbiorze. Nieprzezroczyste pudełko ze swobodnie wrzuconymi klockami jest więc dobrym przykładem – nie widać, co jest w środku, wiemy jednak, że są tam unikalne klocki :)

**Ważne**

W ramach jednego zbioru Set nie można przechowywać dwóch takich samych obiektów. Jeżeli dany obiekt znajduje się już w zbiorze, to próba ponownego jego dodania nie wywoła żadnej reakcji.

Równość obiektów sprawdzana jest przy pomocy metody equals() tych obiektów.

W ramach utrwalenia sobie wiedzy, porównaj interfejs Set z poznanym wcześniej interfejsem List. Podobna koncepcja, prawda? Widać, że Set to również kolekcja, tak samo jak List – można do niej dodawać obiekty, usuwać je oraz pobierać, a także sprawdzać jej rozmiar.

**Do czego nam to potrzebne?**

Podczas pracy jako programista, często możesz spotkać się z potrzebą upewnienia się, że dane, które wykorzystujesz w swoim programie, są unikalne. Możesz trafić na taki przypadek podczas pisania aplikacji wypłacającej pracownikom ich miesięczną pensję. Błąd w takiej aplikacji mógłby doprowadzić do sytuacji, w której program wypłaciłby temu samemu pracownikowi jego należność wiele razy, co przecież mogłoby kosztować firmę mnóstwo pieniędzy. Między innymi w takich sytuacjach Set przychodzi z pomocą, pozwalając nam obracać naszymi danymi w nieco bardziej uporządkowany sposób.

Innym przykładem może być system zbierający dane ze stacji meteorologicznych. Wskutek błędów w komunikacji, dane z niektórych czujników mogą dotrzeć do programu kilka razy. Podczas obliczania średniej temperatury powielone dane skutkowałyby niepoprawnymi obliczeniami. Przechowywanie ich w zbiorze Set zagwarantuje, że każdy pomiar znajdzie się w nim tylko raz, dzięki czemu obliczeniom nie grozi błąd.

**Klasa HashSet**

Czas przejść do konkretów, czyli do jednej z implementacji interfejsu Set udostępnianych przez bibliotekę java.util. Będzie to implementacja o nazwie HashSet.

Klasa HashSet, podobnie jak omawiana w poprzednim module mapa HashMap, przechowuje elementy zbioru w postaci kubełków (ang. *buckets*), zawierających listy LinkedList obiektów należących do tej samej kategorii. Kategoria danego obiektu wyznaczana jest przez metodę hashCode() tego obiektu. Różnica polega jedynie na tym, że w HashMap elementami kolekcji były pary klucz-wartość (czyli Entry), natomiast w HashSet elementami kolekcji są po prostu obiekty. Spójrz na poniższy rysunek.
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Na powyższym rysunku pokazano zbiór typu HashSet zawierający 7 obiektów (o nazwach od object1 do object7), pogrupowanych na 5 kategorii o numerach od 1 do 5. Numer kategorii (czyli kubełka) dla każdego z obiektów wyznacza wynik wykonania jego metody hashCode().

**Przypomnienie**

Każda klasa dziedziczy w sposób niejawny z klasy Object, która posiada już zaimplementowaną metodę hashCode(). Aby HashSet poprawnie grupował obiekty w kategorie, musisz w swojej klasie nadpisać metodę hashCode() tak, aby zwracała numer kategorii (kubełka) zgodny z Twoim pomysłem na sposób organizacji zbioru HashSet.

**Praktyczne wykorzystanie hashCode()**

Nie koncentrowaliśmy się wcześniej na tym, jak dokładnie powinna działać metoda hashCode() (poza tym, że ma zwracać numer kubełka). Teraz nadszedł czas na to, aby wyraźnie powiedzieć, na co należy zwrócić uwagę podczas pisania własnej metody hashCode():

**Ważne**

Metoda hashCode() Twojej klasy powinna zwracać wartość obliczoną na podstawie wartości pól (czyli właściwości) Twojej klasy. Jeżeli dwa obiekty są sobie równe (w sensie porównania przy pomocy metody equals()), to ich metoda hashCode() musi zwracać taką samą wartość. Metoda hashCode() nie może zwracać wartości uzależnionej od tego, z którą instancją obiektu danej klasy mamy do czynienia, jeżeli obiekty są TAKIE SAME (ale nie TE SAME). Innymi słowy, TAKIE SAME obiekty zwracają TAKĄ SAMĄ wartość przy pomocy metody hashCode() – zapobiega to między innymi wstawianiu duplikatów obiektów do zbioru.

Czas przyjrzeć się zbiorom od strony praktycznej. Poniżej znajdziesz przykładowy program definiujący klasę Employee, która zawiera imię, nazwisko oraz datę urodzenia pracownika.

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

/\* Class Employee represents an employee in the company \*/

class Employee {

String firstName;

String lastName;

LocalDate birthDate;

public Employee(String firstName, String lastName, int yearOfBirth,

int monthOfBirth, int dayOfBirth){

this.firstName = firstName;

this.lastName = lastName;

// Class LocalDate provided by java.time library is used

// to store dates. Constructor of(int year, int month, int day) could be

// used to initialize LocalDate variable value

this.birthDate = LocalDate.of(yearOfBirth, monthOfBirth, dayOfBirth);

}

public int hashCode(){

// methods getYear() and getMonthValue() of LocalDate class could be used

// to retrieve a year and month of stored date

return birthDate.getYear() \* 100 + birthDate.getMonthValue();

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class HashSetExample

{

public static void main (String[] args) throws java.lang.Exception

{

Employee worker1 = new Employee("Steven", "Newmack", 1987, 6, 30);

System.out.println(worker1.hashCode());

}

}

<https://kodilla.com/pl/project-java/38643>

W klasie Employee zaimplementowano metodę hashCode(), która zwraca określoną wartość na podstawie roku i miesiąca urodzenia pracownika (linia 24).

Przykładowo dla osoby urodzonej 30.06.1987 wartość hashCode() wyniesie: 198706 (czyli 1987 \* 100 = 198700. Uzyskaliśmy na końcu dwa miejsca (zera) na wpisanie miesiąca i do tego dodajemy numer miesiąca, czyli 6, co w wyniku daje 198706).

Dzięki takiej metodzie hashCode() wszyscy pracownicy będą podzieleni na kubełki wg roku oraz miesiąca urodzania :)

**Przechowywanie dat w zmiennych**

Daty w języku Java mogą być przechowywane w zmiennych na kilka sposobów. Proponowanym w bootcampie podejściem jest skorzystanie z klasy LocalDate z biblioteki java.time. Aby zapisać datę w zmiennej typu LocalDate, można skorzystać z przypisania wartości do zmiennej przy użyciu “konstruktora statycznego" (w cudzysłowie, ponieważ to zwykła metoda statyczna, która w swoim wnętrzu wywołuje konstruktor, więc nie jest to taki "rasowy" konstruktor, o jakich mówiliśmy, tylko konstruktor opakowany w dodatkową metodę statyczną) o nazwie of klasy LocalDate:

LocalDate storedDay = LocalDate.of(2019, 2, 20);

Powyższa linia kodu tworzy zmienną o nazwie storedDay typu LocalDate i inicjuje jej wartość datą 20 lutego 2019 roku.

Pobieranie wartości poszczególnych składowych daty do zmiennych można zrealizować tak:

int year = storedDay.getYear();

int month = storedDay.getMonthValue();

int day = storedDay.getDayOfMonth();

Zwróć uwagę, że powyższe metody zwracają liczby, a nie zwracają np. nazw miesięcy.

Bibliotekę java.time należy dodać do sekcji zawierającej importy na początku programu (słowo kluczowe import w liniach 3-6 przykładu poniżej). Poinformuje to kompilator, że chcesz używać tej biblioteki.

Bez tego nie będzie on potrafił odnaleźć definicji klasy LocalDate i zgłosi błąd. W zamieszczonym przykładzie omawiany import umieszczono w wierszu nr 6.

Nie przejmuj się jednak – bardziej rozbudowane środowiska programistyczne (np. takie jak to, które zbudujesz w module 4) same podpowiadają programiście, że należy dodać stosowne importy w programie.

**Tworzenie kolekcji HashSet**

Stworzymy teraz pięć przykładowych obiektów klasy Employee, a następnie stworzymy zbiór klasy HashSet i umieścimy w nim utworzone obiekty. Na zakończenie przeprowadzimy mały test, aby zweryfikować, czy wszystko zadziałało jak należy – sprawdzimy, czy jeden z utworzonych uprzednio obiektów znajduje się w zbiorze.

/\* package whatever; // don't place package name! \*/

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

/\* Class Employee represents an employee in the company \*/

class Employee {

String firstName;

String lastName;

LocalDate birthDate;

// Constructor

public Employee(String firstName, String lastName, int yearOfBirth,

int monthOfBirth, int dayOfBirth){

this.firstName = firstName;

this.lastName = lastName;

// Class LocalDate provided by java.time library is used

// to store dates. Constructor of(int year, int month, int day) could be

// used to initialize LocalDate variable value

this.birthDate = LocalDate.of(yearOfBirth, monthOfBirth, dayOfBirth);

}

public int hashCode(){

// methods getYear() and getMonthValue() of LocalDate class could be used

// to retrieve a year and month of stored date

return birthDate.getYear() \* 100 + birthDate.getMonthValue();

}

public boolean equals(Object o){

Employee e = (Employee) o;

return (firstName.equals(e.getFirstName())) &&

(lastName.equals(e.getLastName())) &&

(birthDate.getYear() == e.getBirthDate().getYear()) &&

(birthDate.getMonthValue() == e.getBirthDate().getMonthValue()) &&

(birthDate.getDayOfMonth() == e.getBirthDate().getDayOfMonth());

}

// getters

public String getFirstName(){

return firstName;

}

public String getLastName(){

return lastName;

}

public LocalDate getBirthDate(){

return birthDate;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class HashSetExample

{

public static void main (String[] args) throws java.lang.Exception

{

// Creating 5 example Employee objects

Employee worker1 = new Employee("Steven", "Newmack", 1987, 6, 30);

Employee worker2 = new Employee("Jennifer", "Nowak", 1988, 2, 28);

Employee worker3 = new Employee("Robert", "Greenfield", 1987, 6, 15);

Employee worker4 = new Employee("Monica", "Smith", 1984, 10, 18);

Employee worker5 = new Employee("Stephanie", "Jackson", 1985, 4, 3);

// Creating a HashSet and filling it with objects

HashSet<Employee> workersSet = new HashSet<Employee>();

workersSet.add(worker1);

workersSet.add(worker2);

workersSet.add(worker3);

workersSet.add(worker4);

workersSet.add(worker5);

// Testing if example object exists in the set

System.out.println("worker3 exists in the set: " +

workersSet.contains(worker3));

}

}

<https://kodilla.com/pl/project-java/38647>

Zwróć uwagę, że przy wywołaniu konstruktora klasy HashSet (linia 68), w nawiasach ostrokątnych podajemy nazwę klasy, której obiekty będą w kolekcji.

**Operacje na HashSet**

Jak już zapewne wiesz, kolekcje dają nam duże możliwości operowania na danych. Możemy na przykład wyświetlić wszystkich pracowników, używając pętli np. for each. HashSet również daje nam taką możliwość, co widać na przykładzie poniżej.

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

/\* Class Employee represents an employee in the company \*/

class Employee {

String firstName;

String lastName;

LocalDate birthDate;

// Constructor

public Employee(String firstName, String lastName, int yearOfBirth,

int monthOfBirth, int dayOfBirth){

this.firstName = firstName;

this.lastName = lastName;

// Class LocalDate provided by java.time library is used

// to store dates. Constructor of(int year, int month, int day) could be

// used to initialize LocalDate variable value

this.birthDate = LocalDate.of(yearOfBirth, monthOfBirth, dayOfBirth);

}

public int hashCode(){

// methods getYear() and getMonthValue() of LocalDate class could be used

// to retrieve a year and month of stored date

return birthDate.getYear() \* 100 + birthDate.getMonthValue();

}

public boolean equals(Object o){

Employee e = (Employee) o;

return (firstName.equals(e.getFirstName())) &&

(lastName.equals(e.getLastName())) &&

(birthDate.getYear() == e.getBirthDate().getYear()) &&

(birthDate.getMonthValue() == e.getBirthDate().getMonthValue()) &&

(birthDate.getDayOfMonth() == e.getBirthDate().getDayOfMonth());

}

public String toString(){

return firstName + ", " + lastName + ", born: " + birthDate;

}

// getters

public String getFirstName(){

return firstName;

}

public String getLastName(){

return lastName;

}

public LocalDate getBirthDate(){

return birthDate;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class HashSetExample

{

public static void main (String[] args) throws java.lang.Exception

{

// Creating 5 example Employee objects

Employee worker1 = new Employee("Steven", "Newmack", 1987, 6, 30);

Employee worker2 = new Employee("Jennifer", "Nowak", 1988, 2, 28);

Employee worker3 = new Employee("Robert", "Greenfield", 1987, 6, 15);

Employee worker4 = new Employee("Monica", "Smith", 1984, 10, 18);

Employee worker5 = new Employee("Stephanie", "Jackson", 1985, 4, 3);

// Creating a HashSet and filling it with objects

HashSet<Employee> workersSet = new HashSet<Employee>();

workersSet.add(worker1);

workersSet.add(worker2);

workersSet.add(worker3);

workersSet.add(worker4);

workersSet.add(worker5);

// Print out every worker from the set

for(Employee theWorker: workersSet){

System.out.println(theWorker);

}

}

}

<https://kodilla.com/pl/project-java/38653>

**Przypomnienie**

Metoda toString() dowolnej klasy wykorzystywana jest przez Javę podczas wyświetlania obiektów tej klasy na ekranie konsoli, oraz podczas konkatenacji (łączenia) tekstów. Na przykład:

String variable = "Dane pracownika: " + employee;

Na powyższym przykładzie widzimy konkatenację dwóch obiektów: stałej typu String o wartości "Dane pracownika: " oraz obiektu employee. W celu przedstawienia obiektu employee jako String Java poszukuje metody toString() tego obiektu i ją wywołuje.

Możemy również sprawdzać warunki. Dla przykładu wyświetlimy tych pracowników, którzy urodzili się nie wcześniej niż w 1986 roku:

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

/\* Class Employee represents an employee in the company \*/

class Employee {

String firstName;

String lastName;

LocalDate birthDate;

// Constructor

public Employee(String firstName, String lastName, int yearOfBirth,

int monthOfBirth, int dayOfBirth){

this.firstName = firstName;

this.lastName = lastName;

// Class LocalDate provided by java.time library is used

// to store dates. Constructor of(int year, int month, int day) could be

// used to initialize LocalDate variable value

this.birthDate = LocalDate.of(yearOfBirth, monthOfBirth, dayOfBirth);

}

public int hashCode(){

// methods getYear() and getMonthValue() of LocalDate class could be used

// to retrieve a year and month of stored date

return birthDate.getYear() \* 100 + birthDate.getMonthValue();

}

public boolean equals(Object o){

Employee e = (Employee) o;

return (firstName.equals(e.getFirstName())) &&

(lastName.equals(e.getLastName())) &&

(birthDate.getYear() == e.getBirthDate().getYear()) &&

(birthDate.getMonthValue() == e.getBirthDate().getMonthValue()) &&

(birthDate.getDayOfMonth() == e.getBirthDate().getDayOfMonth());

}

public String toString(){

return firstName + ", " + lastName + ", born: " + birthDate;

}

// getters

public String getFirstName(){

return firstName;

}

public String getLastName(){

return lastName;

}

public LocalDate getBirthDate(){

return birthDate;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class HashSetExample

{

public static void main (String[] args) throws java.lang.Exception

{

// Creating 5 example Employee objects

Employee worker1 = new Employee("Steven", "Newmack", 1987, 6, 30);

Employee worker2 = new Employee("Jennifer", "Nowak", 1988, 2, 28);

Employee worker3 = new Employee("Robert", "Greenfield", 1987, 6, 15);

Employee worker4 = new Employee("Monica", "Smith", 1984, 10, 18);

Employee worker5 = new Employee("Stephanie", "Jackson", 1985, 4, 3);

// Creating a HashSet and filling it with objects

HashSet<Employee> workersSet = new HashSet<Employee>();

workersSet.add(worker1);

workersSet.add(worker2);

workersSet.add(worker3);

workersSet.add(worker4);

workersSet.add(worker5);

// Print out every worker from the set

for(Employee theWorker: workersSet){

if(theWorker.getBirthDate().getYear() >= 1986){

System.out.println(theWorker);

};

}

}

}

<https://kodilla.com/pl/project-java/38654>

**Korzyści wynikające z używania kolekcji typu HashSet**

Kolekcji Set należy używać wówczas, gdy pracujemy z kolekcjami, do których często zapisujemy nowe obiekty lub zmieniamy istniejące, a także często wyszukujemy obiekty. Dzięki zastosowaniu tablicy mieszającej (tablica podzielona na kubełki), złożoność czasowa operacji wstawiania, zmiany i wyszukiwania w Setach jest prawie zbliżona do stałej (czyli niezależnej od liczby obiektów w kolekcji).

Pamiętasz HashMap z poprzedniego modułu? Kolekcja HashSet jest bardzo podobna. Pod względem wydajności zachowuje się dokładnie tam samo. Różnica między nimi polega na tym, że kolekcja HashSet przechowuje unikalne obiekty, natomiast kolekcja HashMap przechowuje pary typu Entry o postaci klucz-wartość. W przypadku HashMap obiekty reprezentujące wartość nie muszą być unikalne (jednak obiekty reprezentujące klucz muszą być unikalne).

**Zadanie: Filtrowanie zbioru książek**

1. Przy użyciu wewnętrznego edytora Kodilla napisz program, który będzie przechowywał w zbiorze HashSet zestaw kilku obiektów reprezentujących książki.
2. Każda książka powinna mieć tytuł, autora i rok wydania.
3. Nie zapomnij również o zdefiniowaniu metod hashCode() oraz equals() dla swoich książek.
4. Następnie, przy pomocy poznanej w poprzednim module pętli for-each, wyświetl w oknie konsoli tytuły wszystkich książek znajdujących się w zbiorze, które zostały wydane przed 2010 rokiem.
5. Rozwiązane zadanie wyślij do mentora.

[**Podgląd zadania**](https://kodilla.com/pl/bootcamp-task/310/483241)[**Przejdź do projektu**](https://kodilla.com/pl/project-java/163093)

**3.2. Kolejki - Interfejs Queue i klasa ArrayDeque**

W tym submodule zajmiemy się kolejkami. Tę strukturę będzie Ci dosyć łatwo zrozumieć ze względu na to, jak często występuje "w naturze" :) Najpierw przeanalizujmy trzy przykłady kolejek z życia codziennego.

**Kolejka typu FIFO**

Wyobraź sobie kolejkę w sklepie – formuje się ona przy kasie, która "konsumuje elementy kolejki" (czyli obsługuje kolejne osoby). Kolejka posiada głowę (osoba najbliżej kasy) oraz ogon (osoba na końcu kolejki). Jest to kolejka typu **FIFO** (ang. *first in, first out*), co oznacza, że klient wchodzący do kolejki jako pierwszy, również jako pierwszy ją opuści.

**Kolejka typu LIFO**

To kolejny przykład kolejki występującej w otaczającej nas rzeczywistości to kolejka w wąskiej windzie. Kolejka taka formuje się wewnątrz windy podczas jej wędrowania pomiędzy piętrami: osoba, która wchodzi do windy jako pierwsza, musi się przesunąć nieco głębiej, aby wpuścić kolejne wchodzące osoby. Podczas wychodzenia z windy kolejność jest odwrócona: osoba, która weszła do windy jako ostatnia, wyjdzie jako pierwsza. Natomiast osoba, która weszła jako pierwsza, wyjdzie ostatnia. Jest to kolejka typu **LIFO** (ang. *last in, first out*) – możesz się również spotkać z nazwą FILO, która oznacza to samo.

**Kolejka LIFO typu STOS**

Pewnie zdarzyło Ci się układać książki w pudle, np. podczas przeprowadzki. Wyobraź sobie wąskie pudło, do którego wkładasz książki, umieszczając je jedna na drugiej. Aby wyjąć książkę włożoną jako pierwszą, musisz najpierw zdjąć z niej wszystkie książki położone później. Ten przykład powinien Ci zobrazować, dlaczego kolejkę **LIFO** nazywamy też często STOSEM (and. *stack*).

**O kolejkach graficznie**

Spójrz na poniższy rysunek, pozwalający łatwiej wyobrazić sobie jak działają kolejki. Zwróć uwagę, że kolejkę **LIFO** oraz kolejkę **LIFO** typu **STOS** odróżnia od siebie jedynie to, że wyobrażamy je sobie "poziomo" lub "pionowo" - poza tym praktycznie niczym się nie różnią.
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Nie mówimy na razie nic o tym, jaka jest **wewnętrzna budowa kolejki** – będzie to wynikało z tego, którą jej konkretną implementację wybierzemy. Wrócimy do tego za chwilę.

**Zastosowanie kolejek**

Typowe zastosowanie kolejek **FIFO** związane jest ze współpracą systemów, wykonujących swoje działania z różną szybkością. Aby wolniejszy system nie spowalniał szybszego, często komunikację pomiędzy nimi organizuje się przy pomocy kolejki. Szybszy system wstawia do kolejki obiekty reprezentujące żądania wykonania jakichś działań przez drugi system, drugi natomiast – w swoim tempie – podejmuje obiekty z kolejki i realizuje związane z nimi żądania obsługi.

**Dla dociekliwych**

Komunikacja pomiędzy różnymi systemami realizowana za pośrednictwem kolejek to tak zwana komunikacja **asynchroniczna** (nie wymagająca synchronizacji działań w czasie pomiędzy systemami). Do realizacji takich zadań często wykorzystuje się dedykowane biblioteki obsługujące kolejki, zwane w skrócie **JMS** (ang. *Java Messaging Service*).

Kolejki **FIFO** mogą być również używane wewnętrznie w ramach jednego programu. Obiekt jednej klasy jest wówczas producentem wpisów w kolejce, a obiekt innej klasy jest konsumentem tych wpisów.

Innym przykładem zastosowania kolejek, który na pewno kojarzysz, może być system do obsługi zamówień w restauracjach fast-foodowych. Takie miejsca często mają ekrany (tzw. KDSy) wyświetlające program, który informuje o numerach zamówień, które są obecnie w przygotowaniu lub do odebrania – taki system również może zostać napisany przy użyciu kolejek.

Nieco inne zastosowania mają kolejki typu **LIFO** – używane są wszędzie tam, gdzie należy zapamiętywać jakieś elementy, a następnie odtwarzać je w odwrotnej kolejności. Wyobraź sobie program, który ma przeprowadzić użytkownika przez labirynt – każdy zakręt podczas pokonywanej drogi można zapamiętać w kolejce **LIFO**. Aby z dowolnego miejsca wrócić do punktu startu, wystarczy wyciągać z kolejki **LIFO** zapamiętane informacje o zakrętach w odwrotnej kolejności niż były w kolejce umieszczane i sukcesywnie cofać się aż do punktu rozpoczęcia.

**Dla dociekliwych**

Kolejka **LIFO** w postaci **STOSU** wykorzystywana jest przez wirtualną maszynę Javy podczas wykonywania programu. W momencie gdy program natrafi na wywołanie metody jakiegoś obiektu, zapamiętuje miejsce programu (jego adres w pamięci komputera) w którym aktualnie się znajduje – właśnie w kolejce typu **LIFO**. Następnie przeskakuje do miejsca w pamięci, w którym znajduje się kod wywoływanej metody. Po zakończeniu wykonywania metody pobiera z kolejki **LIFO** wcześniej zapamiętany punkt, z którego nastąpiło wywołanie metody, i skacze w to miejsce z powrotem, aby wznowić i kontynuować wykonanie programu. Takie rozwiązanie pozwala na dowolne zagnieżdżanie wywołań (czyli z wnętrza jednej metody możemy wywołać inną metodę, z której możemy wywołać kolejną metodę itd.)

Przy tego typu operacjach mówimy, że komputer *odkłada na stos adres powrotu*.

**Interfejs Queue**

Podstawowym interfejsem do obsługi kolejek, bez względu na ich konkretną implementację i rodzaj, jest interfejs dostarczany przez bibliotekę java.util o nazwie Queue (pol. *kolejka*). Jak zawsze, interfejs ten jest tylko deklaracją kontraktu, czyli określa, jakie metody muszą być zaimplementowane w konkretnych, implementujących go klasach kolejek. Interfejs Queue – tak jak poprzednio omawiane List, Map oraz Set – również wchodzi w skład *JCF* (*Java Collections Framework*).

Podstawowe operacje wymagane przez interfejs Queue, poza operacjami odziedziczonymi z interfejsu Collection, to:

* offer(E e) – umieszcza obiekt klasy E w kolejce,
* poll() – pobiera i usuwa obiekt z kolejki,
* peek() – pobiera obiekt z kolejki, ale go z niej nie usuwa (w celu sprawdzenia obiektu – na przykład gdy program chce "zajrzeć" do kolejki, aby sprawdzić co go czeka za chwilę, aby np. wyświetlić listę nadchodzących zadań).

**Interfejs Deque**

Sam omówiony przed chwilą interfejs Queue jest bardzo ogólny – nie umożliwia on nawet wskazania, czy wstawianie lub pobieranie elementu ma się odbywać od strony końca, czy też od strony początku kolejki. Dlatego też biblioteka java.util udostępnia nieco bardziej konkretny interfejs, tak zwany **interfejs kolejki dwukierunkowej** o nazwie Deque (dziedziczący, czyli rozszerzający interfejs Queue). Przy pomocy interfejsu Deque możliwe jest już implementowanie klas służących do obsługi zarówno kolejek **FIFO** jak i kolejek LIFO.

Podstawowe operacje udostępniane przez interfejs Deque, poza operacjami odziedziczonymi z Queue oraz Collection, przedstawiono poniżej:

* offerFirst(E e) – dodaje obiekt klasy E na początku kolejki,
* offerLast(E e) – dodaje obiekt klasy E na końcu kolejki,
* pollFirst() – pobiera i usuwa obiekt z początku kolejki,
* pollLast() – pobiera i usuwa obiekt z końca kolejki,
* peekFirst() – pobiera obiekt z początku kolejki bez usuwania go z kolejki (w celu sprawdzenia obiektu i np. wyświetlenia, jaki obiekt jest następny w kolejce),
* peekLast() – pobiera obiekt z końca kolejki bez usuwania go z kolejki (w celu sprawdzenia obiektu i np. wyświetlenia, jaki obiekt jest następny w kolejce).

Klasy realizujące kolejki **FIFO** oraz **LIFO**, które implementują interfejs Deque, wykorzystują następujące jego metody w zależności od rodzaju kolejki:

| **Rodzaj operacji** | **Realizacja kolejki typu FIFO** | **Realizacja kolejki typu LIFO** |
| --- | --- | --- |
| Wstawianie obiektu do kolejki | offerLast(E e) | offerFirst(E e) |
| Pobieranie i usunięcie obiektu z kolejki | pollFirst() | pollFirst() |
| Pobranie obiektu z kolejki bez usuwania obiektu (sprawdzenie obiektu) | peekFirst() | peekFirst() |

Czas zakończyć rozważania teoretyczne i przejść do praktyki. Zajmiemy się teraz przykładową implementacją interfejsu Deque.

**Klasa ArrayDeque**

Klasa ArrayDeque jest jedną z implementacji interfejsu Deque, dostarczaną przez bibliotekę java.util. Jest ona o tyle ciekawa, że za jej pomocą można zrealizować zarówno kolejkę **FIFO** jak i kolejkę **LIFO** (w postaci **stosu**). Na początek utworzymy klasę Order, która będzie reprezentowała zamówienie w księgarni internetowej. Oprócz tego utworzymy klasę Book, reprezentującą książkę. Spójrz na kod poniżej:

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

class Book{

String title;

String author;

int year;

// constructor with arguments

public Book(String title, String author, int year){

this.title = title;

this.author = author;

this.year = year;

}

// toString method used for printout the object

public String toString(){

return "Title: \"" + title + "\", author: " + author + ", (" + year + ")";

}

// getters

public String getTitle(){

return title;

}

public String getAuthor(){

return author;

}

public int getYear(){

return year;

}

}

class Order{

Book book;

LocalDate dateOfOrder;

// constructor with arguments

public Order(Book book, int year, int month, int day){

this.book = book;

this.dateOfOrder = LocalDate.of(year, month, day);

}

// method used to printout the order

public String toString(){

return "Order created: " + dateOfOrder + "\n" +

" ordered book: " + book;

}

//getters

public Book getBook(){

return book;

}

public LocalDate getDateOfOrder(){

return dateOfOrder;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class OrdersQueueExample

{

public static void main (String[] args) throws java.lang.Exception

{

// Create sample book

Book theBook = new Book("Assassins' Creed the Book", "William Shakespeare", 2016);

// Create sample order

Order theOrder = new Order(theBook, 2017, 6, 30);

// Check what is inside the order

System.out.println(theOrder);

}

}

<https://kodilla.com/pl/project-java/38657>

**Ważne**

Aby w zmiennej typu String umieścić znak cudzysłowu ("), należy podczas wstawiania wartości do zmiennej poprzedzić go znakiem *backslash* (\), czyli wstawić ciąg znaków \".

Dzięki temu kompilator wie, że ten cudzysłów nie kończy ciągu znaków, lecz jest jego elementem (spójrz na powyższy przykład kodu, linia 20).

Analogicznie, aby w zmiennej typu String umieścić znak przejścia do kolejnej linii (czyli potocznie "enter"), należy do tej zmiennej wstawić ciąg znaków \n – symbol specjalny mówiący o tym, że w danym miejscu ma nastąpić przejście do nowego wiersza konsoli.

W następnym kroku będziemy chcieli utworzyć kilka zamówień (obiektów klasy Order) i umieścić je w kolejce **FIFO**. Następnie będziemy chcieli te zamówienia z kolejki pobrać. Nim to zrobimy, spójrzmy jeszcze na to, jakie metody udostępnia klasa ArrayDeque w zależności od tego, czy jest używana w trybie kolejki **FIFO** czy też w trybie **stosu**, czyli kolejki **LIFO.**

Niektóre metody udostępniane przez klasę ArrayDeque w trybie kolejki **FIFO:**

* offer(E e) – wstawia obiekt typu E do kolejki,
* poll() – pobiera i usuwa obiekt z kolejki,
* peek() – pobiera obiekt z kolejki bez usuwania go z kolejki (sprawdzenie obiektu np. w celu wyświetlenia, jaki element jest następny w kolejce),
* size() – zwraca liczbę elementów w kolejce,
* toArray() – zwraca całą kolejkę w postaci tablicy.

Niektóre metody udostępniane przez klasę ArrayDeque w trybie **stosu** (kolejki **LIFO**):

* push(E e) – wstawia element na stos,
* pop() – pobiera i usuwa element ze stosu,
* peek() – pobiera obiekt ze stosu bez usuwania go (sprawdzenie obiektu np. w celu wyświetlenia, jaki element jest następny w kolejce),
* size() – zwraca liczbę elementów na stosie
* toArray() – zwraca całą zawartość stosu w postaci tablicy.

Stos jest bardzo starą strukturą danych – pochodzi z czasów, gdy nie istniały jeszcze języki programowania wysokiego poziomu. Nazwy metod pop() oraz push(E e) pochodzą jeszcze z czasów, gdy wszystko programowało się w assemblerze (języku maszynowym) i są zwyczajowo stosowane do dzisiaj.

**Tworzenie kolejki i wstawianie elementów**

Zmodyfikujmy teraz program z ostatniego przykładu tak, aby wstawić 5 przykładowych zamówień do kolejki, a następnie je z tej kolejki pobrać.

Kolejkę – tak samo jak wszystkie inne kolekcje – tworzymy z użyciem nawiasów ostrokątnych po nazwie klasy, wewnątrz których podajemy nazwę klasy, której obiekty będą przechowywane w kolejce (linia 82 w prykładzie poniżej).

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

class Book{

String title;

String author;

int year;

// constructor with arguments

public Book(String title, String author, int year){

this.title = title;

this.author = author;

this.year = year;

}

// toString method used for printout the object

public String toString(){

return "Title: \"" + title + "\", author: " + author + ", (" + year + ")";

}

// getters

public String getTitle(){

return title;

}

public String getAuthor(){

return author;

}

public int getYear(){

return year;

}

}

class Order{

Book book;

LocalDate dateOfOrder;

// constructor with arguments

public Order(Book book, int year, int month, int day){

this.book = book;

this.dateOfOrder = LocalDate.of(year, month, day);

}

// method used to printout the order

public String toString(){

return "Order created: " + dateOfOrder + "\n" +

" ordered book: " + book;

}

//getters

public Book getBook(){

return book;

}

public LocalDate getDateOfOrder(){

return dateOfOrder;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class OrdersQueueExample

{

public static void main (String[] args) throws java.lang.Exception

{

// Create 3 sample books

Book theBook1 = new Book("Assassins' Creed the Book", "William Shakespeare", 2016);

Book theBook2 = new Book("Book of jungle", "Rudyard Kipling", 1894);

Book theBook3 = new Book("50 shades of gray - lexicon for graphicians", "Dante Alighieri", 1572);

// Create 5 sample orders

Order theOrder1 = new Order(theBook1, 2017, 6, 28);

Order theOrder2 = new Order(theBook2, 2017, 6, 28);

Order theOrder3 = new Order(theBook1, 2017, 6, 29);

Order theOrder4 = new Order(theBook2, 2017, 6, 30);

Order theOrder5 = new Order(theBook3, 2017, 6, 30);

// Create the FIFO queue

ArrayDeque<Order> theOrders = new ArrayDeque<Order>();

// Check size of the queue

System.out.println("Queue is created. It's size: " + theOrders.size());

// Put the orders into the queue

theOrders.offer(theOrder1);

theOrders.offer(theOrder2);

theOrders.offer(theOrder3);

theOrders.offer(theOrder4);

theOrders.offer(theOrder5);

// Check size of the queue

System.out.println("Queue is filled. It's size: " + theOrders.size());

System.out.println();

// Examine the order at beginning of the queue

System.out.println("First order in the queue is: \n" + theOrders.peek());

System.out.println();

// Get objects from queue

Order temporaryOrder;

temporaryOrder = theOrders.poll();

// here you can do something with order taken from the queue

temporaryOrder = theOrders.poll();

temporaryOrder = theOrders.poll();

temporaryOrder = theOrders.poll();

temporaryOrder = theOrders.poll();

// Check size of the queue

System.out.println("Queue is emptied. It's size: " + theOrders.size());

System.out.println();

// Check what was taken as last

System.out.println("Last order taken from queue was:\n" + temporaryOrder);

System.out.println();

}

}

<https://kodilla.com/pl/project-java/38658>

W jaki sposób można wykorzystać klasę ArrayDeque, aby reprezentowała **stos**? Wystarczy po prostu używać metod push(E e) oraz pop() w miejscu offer(E e) oraz poll(). Cała reszta praktycznie się nie zmienia!

**Zadanie: Książki na stos!**

Przy użyciu wewnętrznego edytora Kodilli napisz program, który:

1. tworzy stos i umieszcza w nim pięć obiektów typu Book (możesz użyć klasy Book z przykładu),
2. sprawdza rozmiar stosu,
3. następnie usuwa wszystkie książki,
4. ponownie sprawdza rozmiar stosu,
5. wyświetla, która książka została usunięta ze stosu jako ostatnia.

Rozwiązane zadanie wyślij do mentora.

[**Podgląd zadania**](https://kodilla.com/pl/bootcamp-task/310/483242)[**Przejdź do projektu**](https://kodilla.com/pl/project-java/163094)

**3.3. Interfejs Iterator oraz pętla while**

**Interfejs Iterator**

Wspominaliśmy wcześniej o tym, że każda kolekcja implementuje interfejs Iterable, dzięki czemu możemy jej używać w pętlach for-each. Przyjrzymy się temu zagadnieniu nieco bliżej.

Interfejs Iterable narzuca, aby każda implementująca go klasa udostępniała klasę implementującą interfejs Iterator. Przykładowo, w klasie ArrayList mamy do dyspozycji metodę o nazwie iterator(), która zwraca obiekt implementujący interfejs Iterator. Za chwilę rozjaśnimy :)

**Czym jest iterator?**

Iterator kolekcji najłatwiej jest wyobrazić sobie jako kursor w edytorze, na dokumencie tekstowym. Na początku, po otwarciu dokumentu, kursor ustawiony jest przed pierwszym znakiem tekstu. Wyobraźmy sobie, że nasz kursor potrafi wykonać dwa polecenia:

* odpowiedzieć na pytanie, czy z jego prawej strony znajduje się jeszcze jakiś znak, czy też osiągnął już koniec tekstu,
* pobrać znak z prawej strony kursora i przesunąć się o jedno miejsce w prawo.

Możemy sobie wyobrazić, że dysponując tymi dwoma poleceniami jesteśmy w stanie przejść kursorem przez cały tekst. Za każdym razem sprawdzamy, czy po prawej stronie kursora jest jeszcze jakiś znak. Jeżeli tak, odczytujemy ten znak i przesuwamy kursor o jedno miejsce w prawo.

Dokładnie tak działa interfejs Iterator ‐ oczywiście nie operuje on na tekście, a na obiektach zawartych w kolekcji. Interfejs Iterator posiada tak naprawdę kilka metod, ale dwie z nich są najbardziej istotne:

* boolean hasNext() ‐ zwraca true, gdy kolekcja zawiera jeszcze kolejne elementy do odczytania,
* E next() ‐ pobiera z kolekcji wartość kolejnego obiektu typu E i przesuwa "kursor" iteratora o jedno miejsce w prawo.

Jak używać iteratora? Spójrz na rysunek:

[![](data:image/png;base64,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)](https://kodilla.com/static/bootcamp-java/java-3_04.png)

Na rysunku widzimy jak działa Iterator. Opiszmy to nieco dokładniej:

1. W pierwszym kroku kursor jest ustawiony przed pierwszym elementem kolekcji.
2. Wywołujemy metodę hasNext(), która zwraca true, ponieważ w kolekcji jest kolejny obiekt do pobrania (rysunek ‐ sekcja **1**).
3. Pobieramy kolejny element z kolekcji przy pomocy metody next(). Powoduje to przesunięcie kursora o jedno miejsce w kolekcji (rysunek ‐ sekcja **2**).
4. Kursor ustawiony jest przed kolejnym obiektem. Możemy więc powtórzyć sprawdzenie, czy jest co pobrać, oraz wykonać pobranie kolejnego obiektu (rysunek ‐ sekcja **3**).
5. Operacje w punktach 2-4 wykonujemy dopóty, dopóki w kolekcji są kolejne elementy do pobrania. Kończymy działanie iteratora dopiero w momencie, gdy metoda hasNext() zwróci wartość false.

Wygląda prosto, prawda? Bo i takie w rzeczywistości jest :) Pętla for-each wykorzystuje wewnętrznie ten właśnie mechanizm dla kolekcji implementujących interfejs Iterable, a więc i interfejs Iterator.

W tym miejscu czas poznać nową pętlę. Dotychczas mieliśmy okazję poznać dwie pętle: pętlę for oraz jej odmianę ‐ pętlę for-each. Teraz czas na pętlę while.

**Pętla while**

Ogólna struktura i składnia pętli while wygląda następująco:

while(<condition>){

<loop\_body>

}

Gdzie:

* <condition> **warunek pętli** ‐ wyrażenie zwracające true lub false (innymi słowy, typu boolean). Pętla wykonuje się dopóty, dopóki zwraca ono wartość true. Gdy <condition> zwróci wartość false, wykonanie pętli jest przerywane i program przechodzi do wykonywania kodu znajdującego się za pętlą,
* **ciało pętli** (<loop\_body>) ‐ instrukcje, które są wykonywane podczas każdej iteracji pętli.

Pętla while wykonuje się tak długo, dopóki warunek pętli (czyli <condition>) zwraca wartość true. Aby niepotrzebnie nie teoretyzować, spójrzmy od razu na przykład:

/\* package whatever; // don't place package name! \*/

import java.util.\*;

import java.lang.\*;

import java.io.\*;

import java.time.\*;

/\* Class Employee represents an employee in the company \*/

class Employee {

String firstName;

String lastName;

LocalDate birthDate;

// Constructor

public Employee(String firstName, String lastName, int yearOfBirth,

int monthOfBirth, int dayOfBirth){

this.firstName = firstName;

this.lastName = lastName;

// Class LocalDate provided by java.time library is used

// to store dates. Constructor of(int year, int month, int day) could be

// used to initialize LocalDate variable value

this.birthDate = LocalDate.of(yearOfBirth, monthOfBirth, dayOfBirth);

}

public int hashCode(){

// methods getYear() and getMonthValue() of LocalDate class could be used

// to retrieve a year and month of stored date

return birthDate.getYear() \* 100 + birthDate.getMonthValue();

}

public boolean equals(Object o){

Employee e = (Employee) o;

return (firstName.equals(e.getFirstName())) &&

(lastName.equals(e.getLastName())) &&

(birthDate.getYear() == e.getBirthDate().getYear()) &&

(birthDate.getMonthValue() == e.getBirthDate().getMonthValue()) &&

(birthDate.getDayOfMonth() == e.getBirthDate().getDayOfMonth());

}

public String toString(){

return firstName + ", " + lastName + ", born: " + birthDate;

}

// getters

public String getFirstName(){

return firstName;

}

public String getLastName(){

return lastName;

}

public LocalDate getBirthDate(){

return birthDate;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class HashSetExample

{

public static void main (String[] args) throws java.lang.Exception

{

// Creating 5 example Employee objects

Employee worker1 = new Employee("Steven", "Newmack", 1987, 6, 30);

Employee worker2 = new Employee("Jennifer", "Nowak", 1988, 2, 28);

Employee worker3 = new Employee("Robert", "Greenfield", 1987, 6, 15);

Employee worker4 = new Employee("Monica", "Smith", 1984, 10, 18);

Employee worker5 = new Employee("Stephanie", "Jackson", 1985, 4, 3);

// Creating a HashSet and filling it with objects

HashSet<Employee> workersSet = new HashSet<Employee>();

workersSet.add(worker1);

workersSet.add(worker2);

workersSet.add(worker3);

workersSet.add(worker4);

workersSet.add(worker5);

// Print out every worker from the set using while loop

Iterator<Employee> iteratorWorkersSet = workersSet.iterator();

while(iteratorWorkersSet.hasNext()){

Employee currentWorker = iteratorWorkersSet.next();

System.out.println(currentWorker);

}

System.out.println("Loop has finished its work");

}

}

<https://kodilla.com/pl/project-java/38659>

Przeanalizujmy, co dzieje się w przedstawionym programie:

1. W wierszu 79 tworzony jest obiekt typu Iterator<Employee> o nazwie iteratorWorkersSet. Przypisywany jest do niego obiekt zwracany przez metodę iterator() kolekcji. Musimy tę czynność wykonać przed pętlą, ponieważ każdorazowe wywołanie metody iterator() w kolekcji powoduje utworzenie nowego iteratora i ustawienie jego kursora przed pierwszym obiektem w kolekcji.
2. W wierszu 80 sprawdzany jest warunek naszej pętli while, czyli wyrażenie iteratorWorkersSet.hasNext(). Zwraca ono wartość true wówczas, gdy za kursorem iteratora znajduje się jakiś obiekt, który można pobrać z kolekcji.
3. W wierszu 81 do zmiennej lokalnej pętli o nazwie currentWorker pobierany jest z kolekcji obiekt reprezentujący pracownika przy pomocy metody next() iteratora. Kursor iteratora przesuwany jest o jedno miejsce ‐ teraz znajduje się przed kolejnym obiektem kolekcji.
4. W wierszu 82 wyświetlane są dane pracownika zapisanego w zmiennej currentWorker, czyli wykonywana jest metoda toString() z klasy Employee dla pracownika zapamiętanego w zmiennej currentWorker.
5. Wykonanie pętli wraca do wiersza 80, gdzie ponownie następuje sprawdzenie, czy w kolekcji są jeszcze jakieś dane, czyli przechodzimy z powrotem do punktu 2 powyżej.
6. W chwili, gdy metoda iteratora hasNext() zwróci wartość false, wykonanie pętli ulega zakończeniu i program przechodzi do instrukcji zawartych bezpośrednio za pętlą ‐ tu, do wyświetlenia komunikatu w wierszu 84.

Pętla while ma bardzo wiele zastosowań ‐ jest wykorzystywana praktycznie równie często, jak pętla for. Typowym jej zastosowaniem (oprócz iterowania po obiektach kolekcji) jest oczekiwanie na wystąpienie jakiegoś zdarzenia.

Wyobraź sobie, że Twój program ma poczekać w pętli, aż do systemu zaloguje się użytkownik. Aby było widać, że program się nie "zawiesił", będzie on informował komunikatem o tym, że oczekuje na zalogowanie się użytkownika oraz poda informację o tym, ilu prób sprawdzenia już dokonał.

**Operatory logiczne w wyrażeniach ‐ przypomnienie**

W trakcie pisania programów nieraz będzie konieczność sprawdzenia warunków złożonych, np. jeżeli a > 10 i b > 10. Albo na przykład jeżeli a > 10 lub (b > 10 i a < 5). Do zapisywania takich wyrażeń wykorzystuje się operatory logiczne:

* && ‐ operator i(ang. *and*). Zwraca wartość true, gdy wyrażenie po lewej stronie, jak i wyrażenie po prawej stronie zwraca true. Na przykład: (a > 10) && (b > 15) ‐ wyrażenie zwróci true, gdy zarówno a będzie większe od 10, jak i b będzie większe od 15. W przeciwnym przypadku zwróci false.
* || ‐ operator lub (ang. *or*). Zwraca wartość true, gdy choć jedno z wyrażeń po lewej i prawej stronie zwraca wartość true (lub gdy oba zwracają true). Na przykład (a > 10) || (b > 15) ‐ wyrażenie zwróci true, gdy a będzie większe od 10 lub b będzie większe od 15. W przeciwnym wypadku zwróci false.
* ! ‐ operator nie (ang. *not*). Zwraca true, gdy wyrażenie po prawej stronie zwraca false oraz zwraca false, gdy wyrażenie jest równe true. Na przykład: !(a > 10) ‐ wyrażenie zwróci true, gdy a nie będzie większe od 10.

Operatorów logicznych używamy najczęściej w wyrażeniach sprawdzających warunki, np. w instrukcji if(). Wynik ich działania możemy również zapamiętywać w zmiennych typu boolean, na przykład:

boolean result = ((a > 5) && (b < 10)) || (a> 100);

Aby zasymulować zdarzenie zalogowania się użytkownika, będziemy losowali liczbę z zakresu 0-99. Jeżeli wylosowana liczba będzie większa od 90, przyjmiemy, że użytkownik się zalogował. Spójrz na przykładowy kod:

import java.util.\*;

class WhileLoopTest {

public static void main(String[] args) {

boolean loggedIn = false;

int tryCounter = 0;

Random randomGenerator = new Random();

while (!loggedIn){

tryCounter++;

System.out.println("Waiting for the User to sign in : [attempt # " + tryCounter + "]");

if (randomGenerator.nextInt(100) > 90) {

loggedIn = true;

};

}

System.out.println("User logged in!");

}

}

<https://kodilla.com/pl/project-java/38660>

Jak działa program?

1. Na początku zmienna jest inicjowana loggedIn na wartość false, a licznik prób o nazwie tryCounter na wartość 0. Tworzony jest też generator liczb pseudolosowych (linie 6 do 8).
2. Program rozpoczyna wykonywanie pętli while. Warunkiem pętli jest wyrażenie !loggedIn (linia 9). Zmienna loggedIn na początku ma wartość false, czyli wyrażenie !loggedIn ma wartość true, a więc warunek pętli jest spełniony i program może wykonać jedną iterację pętli.
3. Zwiększana jest wartość licznika prób oraz wyświetlany jest komunikat o oczekiwaniu na zalogowanie się użytkownika (linie 10 do 11).
4. Następnie generowana jest liczba pseudolosowa z zakresu 0-99 i porównywana jest z ustaloną przez nas wartością graniczną równą 90. Jeżeli wylosowana liczba jest większa od 90, wówczas zmiennej loggedIn przypisujemy wartość true, czyli symulujemy, że użytkownik się zalogował (linie 12 do 14)
5. Program ponownie przechodzi do sprawdzenia warunku pętli (linia 9). Jeżeli nadal jest spełniony, czyli loggedIn = false, to pętla wykona kolejną iterację. Jeżeli natomiast warunek nie jest już spełniony, to program przejdzie do pierwszej linii za pętlą i wyświetli komunikat o tym, że użytkownik się zalogował (linia 16).

**Liczby pseudolosowe**

Często podczas programowania spotkasz się z potrzebą wylosowania jakiejś liczby. W bibliotece java.util znajduje się przeznaczona do tego celu klasa o nazwie Random.

Aby wylosować jakąś liczbę, należy stworzyć generator liczb pseudolosowych, na przykład tak:

Random randomGenerator = new Random();

w linii tej tworzony jest obiekt o nazwie randomGenerator klasy Random. Generator taki udostępnia szereg metod, nas interesuje jednak najprostsza metoda zwracająca wylosowaną liczbę typu int, której wartości mieszczą się w podanym zakresie. Na przykład:

int n = randomGenerator.nextInt(100);

W przykładzie tym generowana liczba jest z zakresu 0-99 (nie większa niż wartość 100 podana w argumencie metody nextInt(int range).

Dlaczego nazywamy generowane w ten sposób liczby "pseudolosowymi"? Otóż mimo naszych najszczerszych chęci, nie są one w pełni losowe. Aby je wygenerować, komputer wykonuje zestaw instrukcji przekazanych mu w kodzie, który z kolei napisał jakiś programista – to eliminuje czynnik pełnej "losowości" z naszych generatorów. Niemniej jednak, losowość wartości generowanych w ten sposób jest zazwyczaj w pełni wystarczająca – poza tym, nie mamy lepszej możliwości.

**Zadanie: Wyścigi sum**

Napisz program, który będzie posiadał:

* zmienną int sumaA (zainicjowana z wartością 1000),
* zmienną int SumaB (zainicjowana z wartością 0),
* pętlę while, wewnątrz której:
  + losujemy liczbę typu int z zakresu 0-9 i dodajemy ją do zmiennej sumaA,
  + losujemy liczbę typu int z zakresu 0-49 i dodajemy ją do zmiennej sumaB.

Pętlę wykonuj tak długo, jak długo spełniony jest warunek sumaA > sumaB.

W każdej iteracji wyświetl numer przebiegu pętli oraz aktualne wartości obu zmiennych.

Rozwiązane zadanie wyślij do mentora.

[**Podgląd zadania**](https://kodilla.com/pl/bootcamp-task/310/483243)[**Przejdź do projektu**](https://kodilla.com/pl/project-java/163095)

**3.4. Przykłady użycia pętli for i while na kolekcjach**

Wiesz już całkiem sporo na temat kolekcji. Znasz też potężne narzędzia programistyczne, jakimi są pętle (for oraz while), a także instrukcja warunkowa if-else. Czas wykorzystać w praktyce zdobytą wiedzę. Niniejszy submoduł będzie w całości poświęcony rozwiązywaniu przykładowych zadań z użyciem pętli oraz kolekcji.

**Generowanie danych testowych przy pomocy pętli for**

Jako pierwszy przykład zadania rozważmy następującą sytuację: wyobraź sobie, że piszesz naprawdę ważny program. Aby mieć pewność, że dobrze działa, musisz przetestować, jak będzie się on zachowywał, gdy otrzyma duży zbiór danych wejściowych typu int w postaci tablicy ArrayList. W tej sytuacji stajesz przed wyzwaniem: jak stworzyć taki zbiór? "Duży" oznacza, że liczba elementów będzie liczona w milionach. Ręcznie nie da się tego zrobić – trzeba zaprząc program do wygenerowania tych danych. Spójrz na poniższy program.

/\* package whatever; // don't place package name! \*/

import java.util.\*;

import java.lang.\*;

import java.io.\*;

/\* Name of the class has to be "Main" only if the class is public. \*/

class BigTestData

{

public static void main (String[] args) throws java.lang.Exception

{

ArrayList<Integer> theBigList = new ArrayList<Integer>();

Random theGenerator = new Random();

for (int n=0; n<2000000; n++){

theBigList.add(theGenerator.nextInt(50000));

}

// Check the list size

System.out.println("The Big List contains now " + theBigList.size() + " objects");

}

}

<https://kodilla.com/pl/project-java/42341>

Prześledźmy zaprezentowany kod linijka po linijce:

1. W linii 12 tworzona jest lista typu ArrayList o nazwie theBigList. Lista będzie zawierała obiekty typu Integer (potrzebujemy co prawda liczb typu int, ale na szczęście poznaliśmy już wrappery).
2. Wiersz 13 to utworzenie oraz zainicjowanie generatora liczb pseudolosowych o nazwie theGenerator przy pomocy klasy Random z biblioteki java.util.
3. W liniach od 14 do 16 wykonywana jest pętla wypełniająca kolekcję danymi. Wykonywanych jest 2 miliony iteracji pętli – w trakcie każdej z nich, dodajemy jeden obiekt do kolekcji.
4. Wewnątrz pętli, w wierszu 15, losowana jest wartość wstawianego do kolekcji obiektu. Obiekty będą miały wartości od 0 do 50 tysięcy minus 1 (nextInt(50000) oznacza liczbę mniejszą (nie większą i nie równą) niż 50 tysięcy) i będą typu int. W wierszu tym obiekty wstawiane są od razu do kolekcji przy pomocy metody add(Object o). Mimo że losowane wartości są typu int, a kolekcja oczekuje obiektów typu Integer, nic złego się nie dzieje – wrapper dba o automatyczną konwersję typu "w locie".
5. Po wypełnieniu kolekcji danymi, sprawdzamy jej rozmiar przy pomocy metody size() udostępnianej przez kolekcję, a następnie go wyświetlamy (linia 18).

**Przekazywanie kolekcji jako argument do metody**

Czas na inny przykład. Twój program zawiera listę wypełnioną liczbami. Chcesz teraz przekazać tę listę do metody innej klasy, która wyświetli na ekranie konsoli tylko te elementy listy, które zawierają wartości parzyste. Spójrz na program:

/\* package whatever; // don't place package name! \*/

import java.util.\*;

import java.lang.\*;

import java.io.\*;

class ArrayTester{

//method prints out only the even elements of an ArrayList

public void printEven(ArrayList<Integer> theList){

int temporaryValue = 0;

for (int n=0; n < theList.size(); n++){

temporaryValue = theList.get(n);

//checking if an element is even or odd

if (temporaryValue % 2 == 0){

//if reminder of dividing the element by two equals 0,

//the element is even, so we can print out it.

System.out.println(temporaryValue);

}

}

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class CollectionAsParameter

{

public static void main (String[] args) throws java.lang.Exception

{

//initialising the collection

ArrayList<Integer> theBigList = new ArrayList<Integer>();

Random theGenerator = new Random();

for(int n=0; n < 200; n++){

//inserting a random number of range 0-99 into the list

theBigList.add(theGenerator.nextInt(100));

};

ArrayTester tester = new ArrayTester();

tester.printEven(theBigList);

}

}

<https://kodilla.com/pl/project-java/38662>

Prześledzimy kod krok po kroku, aby wyjaśnić, jak działa:

1. Działanie programu rozpoczyna się od metody main(String[] args) klasy CollectionAsParameter – linia 27.
2. Tworzona jest kolekcja o nazwie theBigList klasy ArrayList, zawierająca obiekty typu Integer, a także tworzony jest i inicjowany generator liczb pseudolosowych o nazwie theGenerator (linie 30 do 31).
3. Lista theBigList jest wypełniana wartościami pseudolosowymi z zakresu 0-99 przy pomocy pętli for (linie 32 do 35).
4. Tworzony jest obiekt klasy ArrayTester (definicja tej klasy znajduje się w liniach 7 do 22) o nazwie tester.
5. Wywoływana jest metoda printEven(ArrayList<Integer> theList) obiektu tester. Jako argument przekazywana jest kolekcja theBigList.
6. Rozpoczyna się wykonywanie metody printEven(ArrayList<Integer> theList). Jako parametr otrzymuje ona obiekt klasy ArrayList. Wewnątrz metody obiekt ten będzie widoczny pod nazwą theList (linia 10).
7. Wykonywana jest pętla for na całej przekazanej jako argument kolekcji. Rozmiar kolekcji sprawdzany jest w warunku pętli przy pomocy metody size() kolekcji (linie 12 do 20).
8. W każdej iteracji pętli:
   * pobierana jest wartość kolejnego elementu kolekcji do zmiennej lokalnej o nazwie temporaryValue – linia 13,
   * następuje sprawdzenie, czy reszta z dzielenia elementu przez 2 wynosi 0, czyli czy element ma wartość parzystą. Jeżeli tak, wówczas wykonane zostaną instrukcje wewnątrz if() – linia 15,
   * wyświetlana jest wartość sprawdzanego elementu kolekcji.

**Przepisywanie obiektów z kolekcji do kolekcji**

Spróbujmy teraz przedstawić jakiś przykład z pętlą while oraz kolejkami. Wyobraź sobie, że piszesz system obsługujący zadania. Zadania do wykonania są przechowywane w kolejce **FIFO** typu ArrayDeque. Twoim zadaniem jest napisanie klasy, która zajmie się obsługą tych zadań. Każde zadanie po wykonaniu powinno być zapamiętywane w wewnętrznej kolekcji typu ArrayList Twojej klasy, w celu archiwizacji. Spójrz na program poniżej.

/\* package whatever; // don't place package name! \*/

import java.util.\*;

import java.lang.\*;

import java.io.\*;

class TaskManager {

ArrayList<String> executedTasks;

//constructor

public TaskManager(){

executedTasks = new ArrayList<String>();

}

//method serving the list of tasks

public void executeTasks(ArrayDeque<String> theQueue){

while (theQueue.size() > 0){

String theTask = theQueue.poll();

System.out.println("Processing the task: " + theTask);

executedTasks.add(theTask);

}

System.out.println("\nExecuted total " + executedTasks.size() + " tasks\n");

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class QueuesAndLoops

{

public static void main (String[] args) throws java.lang.Exception

{

//the first task's list

ArrayDeque<String> taskQueue1 = new ArrayDeque<String>();

for(int n=0; n < 5; n++){

taskQueue1.offer("The first task number " + (n+1));

}

//the second task's list

ArrayDeque<String> taskQueue2 = new ArrayDeque<String>();

for(int n=0; n < 5; n++){

taskQueue2.offer("The second task number " + (n+1));

}

TaskManager taskExecutor = new TaskManager();

taskExecutor.executeTasks(taskQueue1);

taskExecutor.executeTasks(taskQueue2);

}

}

<https://kodilla.com/pl/project-java/38663>

Poddajmy powyższy kod analizie:

1. Wykonanie programu rozpoczyna się od metody main(String[] args) klasy QueuesAndLoops (linia 29).
2. Tworzone są dwie kolejki o nazwach taskQueue1 oraz taskQueue2, a następnie są one wypełniane tekstami reprezentującymi zadania (po 5 na kolejkę) – linie 32 do 41.
3. Tworzony jest obiekt taskExecutor klasy TaskManager, której definicja znajduje się w programie w liniach 7 do 24.
4. Wykonywana jest dwukrotnie metoda executeTasks(ArrayDeque theQueue) obiektu taskExecutor - najpierw dla kolejki taskQueue1, a następnie dla kolejki taskQueue2.

Wykonanie metody executeTasks(ArrayDeque theQueue) przebiega następująco:

1. Rozpoczyna się wykonanie metody. Przekazany argument typu ArrayDeque otrzymuje lokalną nazwę theQueue – linia 16.
2. Rozpoczyna się wykonywanie pętli while. Pętla wykonuje się dopóty, dopóki w kolejce znajdują się jakieś zadania do wykonania (warunek: theQueue.size() > 0) – linia 17.
3. W ramach każdej iteracji pętli while:
   * zadanie jest pobierane z kolejki przy pomocy jej metody poll() i jest konwertowane do lokalnej zmiennej theTask typu String – linia 18,
   * wyświetlana jest informacja o wykonaniu zadania – linia 19,
   * wykonane zadanie theTask jest zapisywane w lokalnej kolekcji typu ArrayList – linia 20,
   * po zakończeniu wykonywania pętli, wyświetlana jest informacja o tym, ile zadań wykonano od początku powołania obiektu klasy TaskManager do życia (czyli od utworzenia obiektu).

Warto zwrócić uwagę na fakt, że po wykonaniu zadań z pierwszej kolejki obiekt taskExecutor nie jest tworzony na nowo, lecz jest używany ponownie – tym razem dla kolejnej kolejki zadań. Dzięki temu kolekcja z wykonanymi już zadaniami, przechowywana wewnątrz klasy TaskManager, jest ciągle uzupełniana o kolejne zadania.

**Sprawdzenie LinkedList pod kątem występowania duplikatów**

W ostatnim przykładzie w ramach tego submodułu, użyjemy równocześnie pętli for, pętli while oraz interfejsu Iterator. Naszym zadaniem będzie utworzenie listy LinkedList zawierającej 100 elementów, a następnie wypełnienie tej listy wartościami losowymi z zakresu 0-99 i sprawdzenie, które z wartości powtarzają się wewnątrz listy.

W tym celu stworzymy prostą klasę MyObject, która będzie posiadała tylko pole o nazwie value typu int oraz metodę equals(MyObject o) pozwalającą na porównania. Jak widzisz, nie nadpisaliśmy metody hashCode() i mamy w tym swój cel. Wykorzystamy jej domyślną, dziedziczoną z klasy Object implementację do sprawdzenia, czy porównywane obiekty to różne obiekty – jest to możliwe dzięki temu, że domyślnie hashCode() zwraca adres obiektu w pamięci.

Spójrz na program:

/\* package whatever; // don't place package name! \*/

import java.util.\*;

import java.lang.\*;

import java.io.\*;

class MyObject {

int value = 0;

//constructor

public MyObject(int value){

this.value = value;

}

public boolean equals(Object o){

MyObject myObj = (MyObject) o;

if (myObj.getValue() == value){

return true;

} else {

return false;

}

}

//getters

public int getValue(){

return value;

}

}

/\* Name of the class has to be "Main" only if the class is public. \*/

class UniqueTest

{

public static void main (String[] args) throws java.lang.Exception

{

LinkedList<MyObject> listOfNumbers = new LinkedList<MyObject>();

Random theGenerator = new Random();

//filling the list with random values

for (int n=0; n < 100; n++){

listOfNumbers.add(new MyObject(theGenerator.nextInt(100)));

}

//checking for duplicates

Iterator<MyObject> iterator = listOfNumbers.iterator();

while(iterator.hasNext()){

MyObject examinedObject = iterator.next();

//comparing with every element of list

for (int k=0; k < listOfNumbers.size(); k++){

//preventing to compare the object with himself

if(listOfNumbers.get(k).hashCode() != examinedObject.hashCode()){

//if duplicated...

if(listOfNumbers.get(k).equals(examinedObject)){

System.out.println("Duplicated: " +

examinedObject.getValue());

}

}

}

}

}

}
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Dokonajmy analizy działania programu:

1. Działanie programu rozpoczyna się od metody main(String[] args) klasy UniqueTest – linia 34.
2. Tworzona jest lista typu LinkedList o nazwie listOfNumbers, która następnie jest wypełniana setką obiektów typu MyObject z wartością pola value wylosowaną przez generator theGenerator – linie 36 do 41.
3. Tworzony jest iterator i w pętli while przechodzimy po liście tak długo, jak długo są w niej kolejne elementy – linie 44 do 45.
4. Dla każdej iteracji pętli while:
5. Do zmiennej lokalnej examinedObject przypisujemy kolejny element z listy – linia 46.
6. Każdy obiekt porównujemy z wszystkimi obiektami przechowywanymi w liście przy pomocy pętli for – linie 48 do 59.
7. Dla każdego porównywanego obiektu w ramach pętli for:
   * sprawdzamy, czy porównywany obiekt nie jest tym samym, z którym go porównujemy poprzez sprawdzenie, czy hashCode() obiektów są różne – linia 52,
   * sprawdzamy, czy porównywane obiekty są sobie równe pod względem wartości pola value za pomocą metody equals(MyObject o) – linia 55,
   * jeżeli obiekty są sobie równe, wyświetlamy komunikat o znalezieniu duplikatu – linia 56.

**Zadanie: Litery wężykiem!**

Zadanie składa się z dwóch części. Należy je zrealizować przy pomocy wewnęrznego edytora Kodilla w ramach jednego projektu.

**Część 1**

1. Napisz program, który w kolejce ArrayDeque umieści 50 obiektów przechowujących napisy, składające się z litery 'a' powtórzonej losową ilość razy (zakres powtórzeń: 1-50).
2. Wypełnienie obiektu powtórzeniami litery 'a' zrealizuj przy pomocy pętli for.

**Część 2**

1. Program z części pierwszej rozbuduj w taki sposób, że przekażesz utworzoną kolejkę do metody Twojej klasy, która dokona rozdzielenia obiektów z kolejki na dwie kolekcje ArrayList.
2. Jedna z nich będzie przechowywała obiekty o parzystej liczbie znaków 'a', a druga o nieparzystej.

Rozwiązane zadanie wyślij do mentora.

[**Podgląd zadania**](https://kodilla.com/pl/bootcamp-task/310/483244)[**Przejdź do projektu**](https://kodilla.com/pl/project-java/163096)

**3.5. Uzupełnienie - pomiary w kolekcjach**

Jeżeli ciekawi Cię, jak duże są różnice w szybkości działania poszczególnych rodzajów kolekcji, możesz zapoznać się z poniższym materiałem uzupełniającym. Wykonamy w nim pomiar czasu realizacji podstawowych operacji na różnych kolekcjach.

W naszym przykładzie w punkcie dotyczącym kolekcji typu ArrayList lista książek zawierała 15 pozycji – co by było gdyby kolekcja zawierała powiedzmy 30 tysięcy pozycji? Możemy się o tym przekonać w praktyce.

Wpierw przygotujmy listę z 30 tysiącami pozycji. Nie będziemy tego robili "ręcznie" – wykorzystamy do tego celu pętlę for. Nasza lista będzie zawierała liczby, a kolejne jej obiekty będą posiadały wartość równą indeksowi. Skorzystamy z kolekcji ArrayList<Integer> (pamiętaj, że używamy obiektów – czyli typu Integer zamiast typu prymitywnego int).

Program tworzący kolekcję z 30 tysiącami elementów wygląda następująco:

import java.util.\*;

import java.lang.\*;

import java.io.\*;

/\* Name of the class has to be "Main" only if the class is public. \*/

class CollectionCreate

{

public static void main (String[] args) throws java.lang.Exception

{

//Creating collection with 30000 elements of type Integer

ArrayList<Integer> list = new ArrayList<Integer>();

for(int n = 0; n < 30000; n++) {

list.add(n);

}

//Displaying quantity of elements in the collection

System.out.println("Quantity of elements in the collections: " + list.size());

}

}

<https://kodilla.com/pl/project-java/38666>

Sprawdźmy teraz, ile czasu zajmuje usunięcie ostatniego elementu kolekcji. Aby to zrealizować, skorzystamy z metody currentTimeMillis() biblioteki System. Dany moment w czasie możemy zapamiętać w zmiennej w następujący sposób:

long momentOfTime = System.currentTimeMillis();

Powyższa operacja zapamięta w zmiennej momentOfTime liczbę milisekund, jaka upłynęła od 1 stycznia 1970 roku.

**Warto wiedzieć**

Jeżeli rozdzielczość czasu w milisekundach nie jest wystarczająco dokładna, można skorzystać z metody zwracającej czas w nanosekundach.

Metoda ta to System.nanoTime(). Przykład jej użycia znajdziesz poniżej:

<https://kodilla.com/pl/project-java/38667>

Aby sprawdzić, jak długo wykonuje się jakaś operacja, wystarczy "zapamiętać" w zmiennej czas systemowy w milisekundach przed wykonaniem operacji oraz po wykonaniu operacji. Różnica tych czasów odpowiada długości wykonania operacji (w milisekundach).

Czas potrzebny na usunięcie ostatniego elementu z kolekcji liczącej 30 tysięcy elementów możemy zbadać przy pomocy poniższego programu:

import java.util.\*;

import java.lang.\*;

import java.io.\*;

/\* Name of the class has to be "Main" only if the class is public. \*/

class ArraySpeedTest

{

public static void main (String[] args) throws java.lang.Exception

{

//Creating collection with 30000 elements of type Integer

ArrayList<Integer> list = new ArrayList<Integer>();

for(int n = 0; n < 30000; n++) {

list.add(n);

}

//Displaying quantity of elements

System.out.println("Quantity of elements in the collection: " + list.size());

//Deleting last element from the collection

long begin = System.currentTimeMillis();

list.remove(list.size()-1);

long end = System.currentTimeMillis();

//Displaying time of the delete operation

System.out.println("Removing last element has taken: " + (end - begin) + "ms");

}

}

<https://kodilla.com/pl/project-java/38668>

A teraz spróbujemy usunąć pierwszy element kolekcji (z indeksem zero). Program, który realizuje tę operację, przedstawiono poniżej. Tym razem jednak w kolekcji umieścimy 8 milionów elementów i na próbę usuniemy wpierw ostatni, a następnie pierwszy element kolekcji:

import java.util.\*;

import java.lang.\*;

import java.io.\*;

/\* Name of the class has to be "Main" only if the class is public. \*/

class ArraySpeedTest

{

public static void main (String[] args) throws java.lang.Exception

{

//Creating collection with 8000000 elements of type Integer

ArrayList<Integer> list = new ArrayList<Integer>();

for(int n = 0; n < 8000000; n++) {

list.add(n);

}

//Displaying quantity of elements

System.out.println("Quantity of elements in the collection: " + list.size());

//Deleting last element in the collection

long begin = System.currentTimeMillis();

list.remove(list.size()-1);

long end = System.currentTimeMillis();

//Displaying time of deletion

System.out.println("Removing last element has taken: " + (end - begin) + "ms");

//Deleting first element from collection

begin = System.currentTimeMillis();

list.remove(0);

end = System.currentTimeMillis();

//Displaying time of deletion

System.out.println("Removing first element has taken: " + (end - begin) + "ms");

}

}

<https://kodilla.com/pl/project-java/38669>

Różnica w czasie wykonania jest dość znaczna. Gdyby taki program uruchomić na Twoim komputerze, to jego wykonanie zajęłoby prawdopodobnie kilkadziesiąt sekund (w przypadku usuwania pierwszego elementu listy).

**Przypomnienie**

Operacje wstawiania i usuwania danych z początku lub środka ArrayList wymaga przesunięcia wszystkich pozostałych elementów. Z tego powodu jest ono wolniejsze niż wstawianie i usuwanie elementu z końca ArrayList.

Wyszukiwanie w LinkedList ostatniego elementu wymaga przejścia przez wszystkie elementy listy – dlatego jest wolniejsze niż wyszukanie elementu z początku listy.

Sprawdźmy jeszcze, jak wyglądają czasy potrzebne na wstawienie nowego obiektu do kolekcji liczącej 8 milionów obiektów – w przypadku wstawiania nowego obiektu na końcu listy oraz w przypadku wstawiania nowego obiektu na początku listy (na pozycji z indeksem 0). Do pomiaru czasu skorzystamy tym razem z metody **System.nanoTime()**, która działa analogicznie do metody **System.currentTimeMillis()**, jednak wynik podawany jest w nanosekundach:

import java.util.\*;

import java.lang.\*;

import java.io.\*;

class ArrayListSpeedTest

{

public static void main (String[] args) throws java.lang.Exception

{

//Creating collection with 8000000 elements of type Integer

ArrayList<Integer> list = new ArrayList<Integer>();

for(int n = 0; n < 8000000; n++) {

list.add(n);

}

//Displaying quantity of elements

System.out.println("Quantity of elements in the collection: " + list.size());

//Adding element at the end of the collection

long begin = System.nanoTime();

list.add(list.size());

long end = System.nanoTime();

//Displaying time of the operation

System.out.println("Adding element at the od of the collection has taken: " + (end - begin) + "ns");

//Adding element at the beginning of the collection

begin = System.nanoTime();

list.add(0, list.size());

end = System.nanoTime();

//Displaying time of the operation

System.out.println("Adding element at the beginning of the collection has taken: " + (end - begin) + "ns");

}

}

<https://kodilla.com/pl/project-java/84384>

Ponownie widać, że czasy wykonania operacji istotnie się różnią. I znowu należy pamiętać o tym, że ten sam program wykonywany na Twoim komputerze wykonywałby się prawdopodobnie kilkadziesiąt sekund.

**Podsumowanie pomiarów w kolekcjach**

Omawiane typy kolekcji mogą być często stosowane zamiennie. Jednak w przypadku większych zbiorów danych warto zwrócić uwagę na to, które typy kolekcji lepiej się sprawdzą dla poszczególnych operacji.

I tak:

ArrayList posiada złożoność obliczeniową:

* wynoszącą O(n) dla operacji wstawiania i usuwania
* wynoszącą O(c) dla operacji wyszukiwania po indeksie

LinkedList posiada złożoność obliczeniową:

* wynoszącą O(c) dla operacji wstawiania i usuwania
* wynoszącą O(n) dla operacji wyszukiwania po indeksie

HashMap posiada złożoność obliczeniową zależną od sposobu implementacji metody hashCode():

* wynoszącą O(n/c) dla operacji wstawiania i usuwania
* wynoszącą również O(n/c) dla operacji wyszukiwania (gdzie stała c zależy od tego, na ile (w miarę równolicznych) kategorii podzielony został zbiór obiektów przez metodę hashCode().)

HashSet posiada złożoność obliczeniową zależną od sposobu implementacji metody hashCode():

* wynoszącą O(n/c) dla operacji wstawiania i wyszukiwania
* wynoszącą również O(n/c) dla operacji wyszukiwania (gdzie stała c zależy od tego, na ile (w miarę równolicznych) kategorii podzielony został zbiór obiektów przez metodę hashCode().)

ArrayDeque posiada złożoność obliczeniową:

* wynoszącą O(n) dla operacji wstawiania i usuwania
* wynoszącą O(c) dla operacji odczytu bez usuwania

Jeżeli wiemy, że operacją dominującą będzie wyszukiwanie albo wstawianie i usuwanie, to lepiej zastosować ArrayList (gdy najczęściej odczytujemy) lub LinkedList (gdy najczęściej modyfikujemy). Jeżeli natomiast modyfikacje będą tak samo częste jak odczyty z kolekcji, wówczas najefektywniejszym rodzajem kolekcji będzie HashSet lub HashMap.

**Zadanie: Pomiar szybkości LinkedList oraz HashMap**

Zadanie składa się z dwóch części. Jedna dotyczy LinkedList, a druga HashMap. Oba programy napisz w wewnętrznym edytorze Kodilla i zapisz je jako jeden projekt.

**Część 1**

Stwórz klasę reprezentującą książkę o nazwie Book. Klasa powinna mieć dwa pola: author oraz title. Pamiętaj o implementacji metod hashCode() oraz equals(Object o). Będziemy jej używali jako obiektów kolekcji LinkedList w tej części zadania, oraz jako obiektów kolekcji HashMap w drugiej części zadania.

Stwórz program, który zmierzy czas operacji wyszukiwania i usunięcia obiektu na początku (z użyciem metody remove(Object o)), wyszukiwania i usunięcia obiektu na końcu (z użyciem metody remove(Object o)), wstawiania na początku oraz wstawiania na końcu listy LinkedList liczącej kilkaset tysięcy obiektów.

**Część 2**

Stwórz program, który zmierzy czas operacji wyszukiwania po kluczu, a także czas dodawania i usuwania obiektu z mapy HashMap liczącej kilkaset tysięcy obiektów. Postaraj się, aby kluczem w mapie nie była wartość liczbowa.

Rozwiązane zadanie wyślij do mentora.

[**Podgląd zadania**](https://kodilla.com/pl/bootcamp-task/310/483245)[**Przejdź do projektu**](https://kodilla.com/pl/project-java/163097)